**Object Oriented programming**

**—------------------------------------------**

It is the another way to provide the solution for client problem

Class

—-----

Specification from group of objects. Each group representation is called class

java is Object- Oriented Programming:-

- In the real world, everything is an object like a pen, mouse, glass, etc.

- Every object has two things:

- An object knows something ( It has some properties)

- An object does something( It has a behaviour)

- Every object has a property and behaviour. It can also have multiple properties as well as multiple behaviours.

- To create an object, first, we need to create a class.

- Class act as a blueprint that contains the designing of an object.

#2

- JVM creates objects in Java.

- JVM creates an object but it requires a blueprint.

- Thus, you create a class file that class file gets compiled to create a byte code and that byte code goes to the JVM and then JVM creates an object..

Q)What are the differences between Class and Object?

—------------------------------------------------------------------------------------

Ans:

1. Class is a group of elements having common propertis and behaviours.

Object is an individual element in the group of elements having physical properties and Physical Behaviours.

2. class is virtual.

Object is Physical or real.

3. Class is the virtual encapsulation of properties and behaviours.

Object is the physical encapsulation of the properties and behaviours.

4. Class is Generalization

Object is Specialization

5. Class is a Model Or blue print for the Objects.

Object is an instance of the Class.

example of classes and objects

--------------------------------------------

**package** com.codegnan.oopprograming;

//Define a class called 'Car'

**class** Car {

// Instance variables (attributes)

String brand;

String model;

**int** year;

// Constructor method

**public** Car(String brand, String model, **int** year) {

**this**.brand = brand;

**this**.model = model;

**this**.year = year;

}

// Method to display car details

**public** **void** displayDetails() {

System.***out***.println("Brand: " + brand);

System.***out***.println("Model: " + model);

System.***out***.println("Year: " + year);

}

}

//Main class to demonstrate the usage of Car class

**public** **class** Main {

**public** **static** **void** main(String[] args) {

// Creating objects of Car class

Car car1 = **new** Car("Toyota", "Camry", 2020);

Car car2 = **new** Car("Honda", "Accord", 2019);

// Calling method to display details of car1

System.***out***.println("Car 1 Details:");

car1.displayDetails();

System.***out***.println();

// Calling method to display details of car2

System.***out***.println("Car 2 Details:");

car2.displayDetails();

}

}

METHODS

—-----------

In Java, a method is a block of code that performs a specific task and can be called (invoked) from other parts of the program. Methods are essential for organizing code, promoting reusability, and enhancing readability.

### **Considerations for Method Creation:**

· **Naming**: Use meaningful names that describe what the method does.

· **Parameters**: Choose appropriate types and numbers of parameters to pass data into methods.

· **Return Types**: Decide whether methods should return a value and choose the appropriate return type.

· **Access Modifiers**: Define whether methods are public, private, protected, or package-private based on their intended visibility and usage.

· **Static vs. Instance Methods**: Determine whether methods should be static (class-level) or instance methods (object-level).

### **Syntax to Create Methods in Java:**

//Method without parameters and without return value (void method)

**public** **void** methodName() {

// Method body

// Perform tasks here

}

//Method with parameters and without return value (void method)

**public** **void** methodNameWithParameters(**int** param1, String param2) {

// Method body using parameters

// Perform tasks with param1 and param2

}

//Method with parameters and with return value

**public** ReturnType methodNameWithReturnValue(**int** param1, String param2) {

// Method body using parameters

// Perform tasks and return a value of ReturnType

**return** returnValue;

}

### **Advantages of Methods:**

1. **Code Reusability**: Methods allow you to define functionality once and reuse it multiple times throughout your program.

2. **Modularity**: Methods promote a modular approach to programming by breaking down tasks into smaller, manageable units.

3. **Readability**: By giving meaningful names to methods, code becomes easier to understand and maintain.

4. **Encapsulation**: Methods encapsulate functionality, hiding implementation details and exposing only necessary interfaces.

5. **Debugging and Maintenance**: With methods, debugging and maintaining code becomes easier as logical units are isolated.

### **Disadvantages of Methods:**

1. **Overhead**: Creating multiple methods can add overhead in terms of memory and runtime performance, although this is usually negligible in modern systems.

2. **Abstraction Complexity**: If methods are poorly designed or overly complex, they can increase the cognitive load for developers trying to understand the code.

**public** **class** Example {

// Method without parameters and without return value

**public** **void** greet() {

System.***out***.println("Hello, World!");

}

// Method with parameters and without return value

**public** **void** printSum(**int** a, **int** b) {

**int** sum = a + b;

System.***out***.println("Sum: " + sum);

}

// Method with parameters and with return value

**public** **int** multiply(**int** a, **int** b) {

**return** a \* b;

}

**public** **static** **void** main(String[] args) {

Example example = **new** Example();

// Calling methods

example.greet();

example.printSum(5, 3);

**int** result = example.multiply(4, 6);

System.***out***.println("Multiplication result: " + result);

}

}

Constructors :

-----------------------

Object creation is not enough compulsory we should perform initialization then only the object is in a position to provide the response properly.

Whenever we are creating an object some piece of the code will be executed automatically to perform initialization of an object this piece of the code is nothing but constructor.

Hence the main objective of constructor is to perform initialization of an object.

example

----------

package com.codegnan.oopprograming;

public class Human {

String name;

int age;

public Human() {

name="malli";

age=25;

}

public Human(String name,int age) {

this.name=name;

this.age=age;

System.out.println("hello constructor");

}

public static void main(String[] args) {

Human human1 = new Human();

System.out.println("name : " + human1.name + " age : " + human1.age);

Human human2=new Human();

human2.name="codegnan";

human2.age=25;

System.out.println("name : " + human2.name + " age : " + human2.age);

Human human3=new Human();

System.out.println("name : " + human3.name + " age : " + human3.age);

Human human4=new Human("mahesh",20);

System.out.println(human4);

System.out.println("name : " + human4.name + " age : " + human4.age);

Human human5=new Human("balayya",50);

System.out.println(human5);

System.out.println("name : " + human5.name + " age : " + human5.age);

}

}

Rules to write constructors:

--------------------------------------

1. Name of the constructor and name of the class must be same.

2. Return type concept is not applicable for constructor even void also by mistake if we are declaring the return type for the constructor we won't get any compile time error and runtime error compiler simply treats it as a method.

Example:

class Test

{

void Test() //it is not a constructor and it is a method

{}

}

3. It is legal (but stupid) to have a method whose name is exactly same as class name.

4. The only applicable modifiers for the constructors are public, default, private, protected.

5. If we are using any other modifier we will get compile time error.

Example:

class Test

{

static Test()

{}

}

Output:

Modifier static not allowed here

Default constructor:

--------------------------

For every class in java including abstract classes also constructor concept is applicable.

If we are not writing at least one constructor then compiler will generate default constructor.

If we are writing at least one constructor then compiler won't generate any default constructor. Hence every class contains either compiler generated constructor (or) programmer written constructor but not both simultaneously.

example

-------

// Car.java

// Define the Car class

public class Car {

// Instance variables

String brand;

String model;

int year;

// Default constructor (provided by Java)

public Car() {

// No explicit initialization needed here, as Java initializes

// reference types (String) to null and numerical types (int) to 0 by default

}

// Method to display car details

public void displayDetails() {

System.out.println("Brand: " + brand);

System.out.println("Model: " + model);

System.out.println("Year: " + year);

}

// Main method to demonstrate usage

public static void main(String[] args) {

// Creating a Car object using the default constructor

Car defaultCar = new Car();

// Accessing instance variables

System.out.println("Default Car Details:");

System.out.println("Brand: " + defaultCar.brand); // Outputs: null

System.out.println("Model: " + defaultCar.model); // Outputs: null

System.out.println("Year: " + defaultCar.year); // Outputs: 0

// Since default constructor doesn't set any values, they remain null or 0

}

}

Parameterized constructors

-----------------------------

A parameterized constructor in Java is a constructor that allows you to initialize the objects of a class with specific values at the time of object creation.

Unlike the default constructor, which takes no arguments, a parameterized constructor accepts one or more parameters.

Example of Parameterized Constructor :

-------------------------------------

// Book.java

// Define the Book class

public class Book {

// Instance variables

private String title;

private String author;

private int pages;

// Parameterized constructor

public Book(String title, String author, int pages) {

this.title = title; // Initialize title

this.author = author; // Initialize author

this.pages = pages; // Initialize pages

}

// Method to display book details

public void displayDetails() {

System.out.println("Title: " + title);

System.out.println("Author: " + author);

System.out.println("Pages: " + pages);

}

// Main method to demonstrate usage

public static void main(String[] args) {

// Creating a Book object using the parameterized constructor

Book myBook = new Book("Java Programming", "John Doe", 400);

// Accessing and displaying book details using a method

myBook.displayDetails();

}

}

**copyConstructor**

A copy constructor in Java is a special type of constructor that initializes a new object as a copy of an existing object of the same class.

It accepts an object of the same class as a parameter and initializes the new object's state with the values from the existing object.

Example Program with Copy Constructor:

------------------------------------------------

// Person.java

// Define the Person class

public class Person {

// Instance variables

private String name;

private int age;

// Constructor to initialize name and age

public Person(String name, int age) {

this.name = name;

this.age = age;

}

// Copy constructor

public Person(Person anotherPerson) {

this.name = anotherPerson.name;

this.age = anotherPerson.age;

}

// Method to display person details

public void displayDetails() {

System.out.println("Name: " + name);

System.out.println("Age: " + age);

}

// Main method to demonstrate usage

public static void main(String[] args) {

// Creating a Person object using the constructor

Person person1 = new Person("Alice", 30);

// Display details of person1

System.out.println("Details of person1:");

person1.displayDetails();

System.out.println();

// Creating another Person object using the copy constructor

Person person2 = new Person(person1);

// Display details of person2

System.out.println("Details of person2 (copy of person1):");

person2.displayDetails();

}

}

**Overridethis() vs super()**

**----------------------**

this():

* Usage: this() is used to call another constructor within the same class.
* Placement: It must be the first statement in the constructor if used. It allows constructors to invoke other constructors to avoid code duplication and manage different initialization scenarios within the same class.
* Example: Useful when a class has multiple constructors with varying parameters, allowing them to call each other to ensure consistent initialization logic.

super():

* Usage: super() is used to call the constructor of the superclass (parent class) from the subclass (child class).
* Placement: It must be the first statement in the subclass constructor if used. If not explicitly written, the compiler automatically inserts a call to the no-argument constructor of the superclass.
* Example: Helps in initializing inherited properties or performing common initialization tasks defined in the superclass.

**Example program**

**--------------------**

**package** com.codegnan.oopprograming;

//Parent class (superclass) named Vehicle

**class** Vehicle {

**private** String brand;

// Constructor of Vehicle class

**public** Vehicle(String brand) {

**this**.brand = brand; // Initialize 'brand' attribute

System.***out***.println("Vehicle constructor is invoked");

}

// Method to display brand of the vehicle

**public** **void** displayBrand() {

System.***out***.println("Brand: " + brand);

}

}

//Child class (subclass) named Car extending Vehicle

**class** Car **extends** Vehicle {

**private** **int** year;

// Constructor of Car class with brand and year

**public** Car(String brand, **int** year) {

**super**(brand); // Call superclass constructor to initialize 'brand'

**this**.year = year; // Initialize 'year' attribute

System.***out***.println("Car constructor is invoked");

}

// Constructor of Car class with brand only

**public** Car(String brand) {

**this**(brand, 2020); // Call another constructor of the same class

}

// Method to display details of the car

**public** **void** displayDetails() {

**super**.displayBrand(); // Call superclass method to display brand

System.***out***.println("Year: " + year);

}

}

//Main class where program execution begins

**public** **class** Main {

**public** **static** **void** main(String[] args) {

// Creating objects of Car class using different constructors

Car myCar1 = **new** Car("Toyota", 2022);

Car myCar2 = **new** Car("Honda");

// Displaying details of cars

System.***out***.println("Car 1:");

myCar1.displayDetails();

System.***out***.println("\nCar 2:");

myCar2.displayDetails();

}

}

**this vs super**

**----------------**

### **this Keyword**

In Java, this is a reference variable that refers to the current object instance. It can be used in several contexts:

1. **To refer to instance variables**: When there is ambiguity between instance variables and local variables or method parameters, this is used to refer to the instance variable.

2. **To invoke current class method**: You can use this keyword to call another constructor from within a constructor. This is called constructor chaining.

3. **To pass as an argument in the method**: this can be passed as an argument in the method call

### **super Keyword**

In Java, super is used to refer to the superclass of the current object instance. It can be used in several contexts:

1. **To access superclass methods**: When a method is overridden in a subclass, super can be used to invoke the superclass version of the method.

**Example using super and this keywords**

**package** com.codegnan.oopprograming;

//Superclass

**class** Person {

**protected** String name;

**protected** **int** age;

**public** Person(String name, **int** age) {

**this**.name = name; // 'this' is used to refer to the instance variable 'name'

**this**.age = age; // 'this' is used to refer to the instance variable 'age'

}

**public** **void** displayInfo() {

System.***out***.println("Name: " + **this**.name + ", Age: " + **this**.age);

}

}

//Subclass

**class** Student **extends** Person {

**private** **int** studentId;

**public** Student(String name, **int** age, **int** studentId) {

**super**(name, age); // Calls the superclass constructor using 'super'

**this**.studentId = studentId;

}

@Override

**public** **void** displayInfo() {

**super**.displayInfo(); // Calls the superclass method 'displayInfo' using 'super'

System.***out***.println("Student ID: " + **this**.studentId);

}

}

//Main class

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Student student = **new** Student("Alice", 20, 12345);

student.displayInfo();

}

}

**What is the difference super(),this() constructors and super,this keywords**

**---------------------------------------------------**

| **super(), this()** | **super, this** |
| --- | --- |
| These are constructors calls. | These are keywords |
| We can use these to invoke super class & current constructors directly | We can use refers parent class and current class instance members. |
| We should use only inside constructors as first line, if we are using outside of constructor we will get compile time error. | We can use anywhere (i.e., instance area) except static area , other wise we will get compile time error . |

Example:

class Test

{

public static void main(String[] args)

{

System.out.println(super.hashCode());

}

}

Output:

Compile time error.

Non-static variable super cannot be referenced from a static context.

Constructor chaining

-------------------------------

Constructor chaining in Java refers to the concept where one constructor can call another constructor of the same class or its superclass. This allows for code reuse and helps in initializing objects with different sets of parameters or defaults without duplicating initialization logic

**Example program of constructor chaining**

**------------------------------------------**

**package** com.codegnan.oopprograming;

//Parent class

**class** Person {

**private** String name;

**private** **int** age;

**private** **char** gender;

// Constructor with all parameters

**public** Person(String name, **int** age, **char** gender) {

**this**.name = name;

**this**.age = age;

**this**.gender = gender;

System.***out***.println("Creating Person: " + name + ", Age: " + age + ", Gender: " + gender);

}

}

//Child class inheriting from Person

**class** Employee **extends** Person {

**private** **int** employeeId;

**private** String department;

// Constructor with all parameters

**public** Employee(String name, **int** age, **char** gender, **int** employeeId, String department) {

**super**(name, age, gender); // Call constructor of superclass (Person)

**this**.employeeId = employeeId;

**this**.department = department;

System.***out***.println("Creating Employee with ID: " + employeeId + ", Department: " + department);

}

// Constructor with basic parameters (defaults employeeId and department)

**public** Employee(String name, **int** age, **char** gender) {

**this**(name, age, gender, 0, "Unknown"); // Call another constructor with default values

}

// Constructor with minimal parameters (defaults age, gender, employeeId,

// department)

**public** Employee(String name) {

**this**(name, 0, 'U'); // Call another constructor with default age, gender

}

// Main method to demonstrate usage

**public** **static** **void** main(String[] args) {

// Create Employee objects using different constructors

Employee employee1 = **new** Employee("John Doe", 30, 'M', 1001, "IT");

Employee employee2 = **new** Employee("Alice Smith", 25, 'F');

Employee employee3 = **new** Employee("Bob Johnson");

}

}

### **Overloaded constructors :**

A class can contain more than one constructor and all these constructors having the same name but different arguments and hence these constructors are considered as overloaded constructors.

Example

----------------

**package** com.codegnan.oopprograming;

**public** **class** Book {

**private** String title;

**private** String author;

**private** String isbn;

**private** **double** price;

// Constructor with all parameters

**public** Book(String title, String author, String isbn, **double** price) {

**this**.title = title;

**this**.author = author;

**this**.isbn = isbn;

**this**.price = price;

}

// Constructor with title, author, and isbn (default price)

**public** Book(String title, String author, String isbn) {

**this**(title, author, isbn, 0); // Call another constructor with default price

}

// Constructor with only title and author (default isbn and price)

**public** Book(String title, String author) {

**this**(title, author, "Unknown", 0); // Call another constructor with default isbn and price

}

// Method to display information about the book

**public** **void** displayInfo() {

System.***out***.println("Title: " + title + ", Author: " + author + ", ISBN: " + isbn + ", Price: $" + price);

}

// Main method to demonstrate usage

**public** **static** **void** main(String[] args) {

// Create different books using different constructors

Book book1 = **new** Book("Java Programming", "John Doe", "978-0321995546", 39.99);

book1.displayInfo();

Book book2 = **new** Book("Clean Code", "Robert C. Martin", "978-0132350884");

book2.displayInfo();

Book book3 = **new** Book("Design Patterns", "Gang of Four");

book3.displayInfo();

}

}

**Q)What are the differences between Methods and Constructors in Java?**

**---------------------------------------------------------**

**Ans:**

**----**

1. Java Method is a set of instructions representing a particular action of an entity.

Constructor is a java feature, it can be used to provide initializations inside the Object..

2. In Java, we must provide return type to the methods. In Java,

we must not provide return type to the constructors.

3. Java methods are able to allow the access modifiers like static, final, abstract,....

Java constuctors are not allowing the access modifiers like static, final, abstract,....

4. To access a method we must create object for the respective class and we must use the generated reference variable.

In Java applications, constructors will be accessed either with 'new' keyword or with 'this' or with 'super' keyword.

Note: In Java applications, when we access constructor with new keyword then only JVM will create object at heap memory, but, if we access constructor with this keyword and with super keyword then JVM will execute the respective constructor only, JVM will not create Object.

5. In general, methods will be executed when we access the methods. If we are not accesing the method then JVM will not execute the method.

In Java applications, Constructor will be executed automatically as part of Object creation.

6. In Java applications, we can access methods at any part of the program and JVM will execute the methods as per the method call.

In Java aplications, constructors will be executed automatiically exactly at the time of creating objects , not before creating objects and not after creating objects.

7. If we use methods to provide initializations inside the objects then the provided data will be stored inside the objects as second data, not as first data.

If we use constructors to provide initializations inside the objects then the provided data will be stored inside the objects as initial data that is first data, not as second data.

8. In Java applications, Default constructors are possible , that is, compiler will add a 0-arg constructor to the class when we are not providing any constructor explicitly.

In case of Java, no default method is existed as like default constructors.

Note: Default methods are existed in java inside the interfaces from Java 8 version onwards, but they are totally in different context, not same as default constructor.

9. In Java applications, it is not mandatory to provide the same class name as method name, method names may be or may not be same as the respective class name.

In Java applicautions,it is mandatory to provide the same class name as the constructor name

**Getter and Setter methods:**

**============================**

In Java, getters and setters are methods used to access and modify the private fields (instance variables) of a class, respectively. They provide a way to encapsulate the access to class fields, allowing for better control over how the fields are accessed and modified. Getters are used to retrieve the value of a private field, while setters are used to update the value of a private field.

**Getter Methods**:

* Getter methods are used to retrieve the value of a private field (attribute). They are typically declared with the public access modifier and have a return type that matches the type of the attribute being accessed.
* The naming convention for a getter method usually starts with get followed by the name of the attribute (in camelCase).

// Setter method

public int getMyField() {

return age;

}



**Setter Methods**:

o Setter methods are used to modify the value of a private field (attribute). They are also declared with the public access modifier and have a void return type.

o The naming convention for a setter method usually starts with set followed by the name of the attribute (in camelCase), and takes a parameter that specifies the new value to be set.

**Syntax:**

// Setter method

public void setMyField(int newValue) {

myField = newValue;

}

Example-1

-----------

**package** com.codegnan.oopprograming;

**class** Human {

/\*

\* private int age=11; private String name="malli";

\*/

**private** **int** age = 13;

**private** String name = "codegnan";

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

**public** **class** Demo {

**public** **static** **void** main(String[] args) {

Human obj = **new** Human();

/\*

\* obj = age = 11; obj.name = "malli";

\* System.out.printrln(obj.name+"-----"+obj.age)

\*/

// System.out.println(obj.getAge() + "-----" + obj.getName());

obj.setAge(30);

obj.setName("praveen");

System.***out***.println(obj.getAge() + obj.getName());

}

}

**Example-2**

**----------**

**package** com.codegnan.oopprograming;

**public** **class** Person {

**private** String name;

**private** **int** age;

**private** **char** gender;

// Constructor

**public** Person(String name, **int** age, **char** gender) {

**this**.name = name;

**this**.age = age;

**this**.gender = gender;

}

// Getter for name

**public** String getName() {

**return** name;

}

// Setter for name

**public** **void** setName(String name) {

**this**.name = name;

}

// Getter for age

**public** **int** getAge() {

**return** age;

}

// Setter for age

**public** **void** setAge(**int** age) {

**this**.age = age;

}

// Getter for gender

**public** **char** getGender() {

**return** gender;

}

// Setter for gender

**public** **void** setGender(**char** gender) {

**this**.gender = gender;

}

// Method to display information about the person

**public** **void** displayInfo() {

System.***out***.println("Name: " + name + ", Age: " + age + ", Gender: " + gender);

}

// Main method to demonstrate usage

**public** **static** **void** main(String[] args) {

Person person = **new** Person("Alice", 25, 'F');

// Display initial information

person.displayInfo();

// Update information using setters

person.setName("Bob");

person.setAge(30);

person.setGender('M');

// Display updated information

person.displayInfo();

}

}

**Encapsulation**

**---------------**

Encapsulation is the bundling of data (attributes) and methods (functions that operate on the data) that manipulate the data, into a single unit called a class. It is a fundamental principle of object-oriented programming that promotes data hiding and abstraction.
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EXAMPLE-1 tablet capsules example with encapsulation

------------------------------------------------------

**package** com.codegnan.oopprograming;

//Class representing a Tablet Capsule

**class** TabletCapsule {

// Private variables (attributes) of the TabletCapsule class

**private** String color; // Color of the capsule

**private** String size; // Size of the capsule

**private** **int** strength; // Strength of the capsule in milligrams

// Constructor to initialize the TabletCapsule object

**public** TabletCapsule(String color, String size, **int** strength) {

**this**.color = color;

**this**.size = size;

**this**.strength = strength;

}

// Getter method to retrieve the color of the capsule

**public** String getColor() {

**return** color;

}

// Setter method to set the color of the capsule

**public** **void** setColor(String color) {

**this**.color = color;

}

// Getter method to retrieve the size of the capsule

**public** String getSize() {

**return** size;

}

// Setter method to set the size of the capsule

**public** **void** setSize(String size) {

**this**.size = size;

}

// Getter method to retrieve the strength of the capsule

**public** **int** getStrength() {

**return** strength;

}

// Setter method to set the strength of the capsule

**public** **void** setStrength(**int** strength) {

**this**.strength = strength;

}

// Method to display information about the capsule

**public** **void** display() {

System.***out***.println("Tablet Capsule Information:");

System.***out***.println("Color: " + color);

System.***out***.println("Size: " + size);

System.***out***.println("Strength: " + strength + " mg");

}

}

//Main class to demonstrate encapsulation with TabletCapsule class

**public** **class** Demo {

**public** **static** **void** main(String[] args) {

// Creating an instance of TabletCapsule

TabletCapsule capsule = **new** TabletCapsule("Red", "Medium", 500);

// Displaying initial information using display method

capsule.display();

// Changing the color of the capsule using setter method

capsule.setColor("Blue");

// Changing the strength of the capsule using setter method

capsule.setStrength(750);

// Displaying updated information using display method

capsule.display();

}

}

Example-2: Simple Interest Calculator with Encapsulation

**package** com.codegnan.oopprograming;

// SimpleInterestCalculator.java

// Class representing a Simple Interest Calculator

**public** **class** SimpleInterestCalculator {

// Private variables (attributes) encapsulated within the class

**private** **double** principal; // principal amount

**private** **double** rate; // annual interest rate

**private** **int** time; // time period in years

// Constructor to initialize the SimpleInterestCalculator object

**public** SimpleInterestCalculator(**double** principal, **double** rate, **int** time) {

**this**.principal = principal;

**this**.rate = rate;

**this**.time = time;

}

// Method to calculate simple interest based on encapsulated variables

**public** **double** calculateSimpleInterest() {

**double** interest = (principal \* rate \* time) / 100;

**return** interest;

}

// Getter method for principal

**public** **double** getPrincipal() {

**return** principal;

}

// Setter method for principal

**public** **void** setPrincipal(**double** principal) {

**this**.principal = principal;

}

// Getter method for rate

**public** **double** getRate() {

**return** rate;

}

// Setter method for rate

**public** **void** setRate(**double** rate) {

**this**.rate = rate;

}

// Getter method for time

**public** **int** getTime() {

**return** time;

}

// Setter method for time

**public** **void** setTime(**int** time) {

**this**.time = time;

}

// Main method to demonstrate usage

**public** **static** **void** main(String[] args) {

// Creating an instance of SimpleInterestCalculator

SimpleInterestCalculator calculator = **new** SimpleInterestCalculator(1000, 5, 2);

// Calculate and display simple interest

**double** interest = calculator.calculateSimpleInterest();

System.***out***.println("Simple Interest: " + interest);

// Update principal amount using setter and calculate interest again

calculator.setPrincipal(1500);

interest = calculator.calculateSimpleInterest();

System.***out***.println("Updated Simple Interest: " + interest);

}

}

Example-3

—---------

2) Imagine you are developing a Car Rental System, and you need to design a class

named Car to represent individual cars within the system. The Car class should have attributes

model and year. Additionally, you need methods to get and set these attributes.

Attributes:

model: Represents the specific model of the car (e.g., Camry, Accord).

year: Represents the manufacturing year of the car.

Methods:

getModel(): Returns the model of the car.

getYear(): Returns the manufacturing year of the car.

setModel(String model): Sets the model of the car.

setYear(int year): Sets the manufacturing year of the car.

Code:

package q22919;

import java.util.Scanner;

public class Car {

// write your code here..

private String model;

private int year;

public Car(String model,int year){

this.model=model;

this.year=year;

}

public String getModel(){

return model;

}

public void setModel(String model){

this.model=model;

}

public int getYear(){

return year;

}

public void setYear(int year){

this.year=year;

}

public static void main(String[] args){

Scanner scanner=new Scanner(System.in);

Car rentalCar=new Car(&quot;Toyota Camry&quot;,2022);

System.out.print(&quot;Model of car: &quot;);

String userEnteredModel = scanner.nextLine();

rentalCar.setModel(userEnteredModel);

System.out.print(&quot;Manufacturing year of car: &quot;);

int userEnteredYear = scanner.nextInt();

rentalCar.setYear(userEnteredYear);

// Display details

System.out.println(&quot;Details of the Rental Car:&quot;);

System.out.println(&quot;Model: &quot; + rentalCar.getModel());

System.out.println(&quot;Year: &quot; + rentalCar.getYear());

// close the scanner

scanner.close();

}

}

### **Encapsulation Benefits:**

· **Data Hiding**: The private variables (principal, rate, time) are hidden from external classes, preventing direct access and ensuring that their state is managed internally by the class.

· **Abstraction**: Users of the SimpleInterestCalculator class interact with it through its public methods (calculateSimpleInterest(), getters, and setters), abstracting away the details of how simple interest is calculated or how the variables are stored.

· **Flexibility and Control**: The encapsulated methods (calculateSimpleInterest(), getters, and setters) provide a controlled way to interact with and modify the object's state, allowing for validation, error checking, or additional operations if needed.

**Inheritance**

**----------------**

inheritance is a fundamental concept in object-oriented programming (OOP) where a class (subclass or derived class) can inherit attributes and methods from another class (superclass or base class). This allows classes to be organized in a hierarchical structure, where common behaviors and characteristics are defined in a higher-level class and specialized behaviors are defined in lower-level classes.

### **Syntax in Java:**

In Java, inheritance is implemented using the extends keyword.

### **Benefits of extends Keyword:**

· **Code Reusability**: Inheritance allows subclasses to reuse code from a superclass, reducing redundancy and promoting modular code design.

· **Polymorphism**: Subclasses can be treated as instances of their superclass, allowing for flexibility in programming and facilitating polymorphic behavior.

· **Hierarchy and Structure**: Inheritance helps in organizing classes into a hierarchical structure based on common characteristics and behaviors, enhancing code readability and maintainability.

**Type Casting in Inheritance**

**----------------------------------------**

In Java, type casting is the process of converting a reference of one type to another. When dealing with inheritance, there are two main types of casting: upcasting and downcasting.

1. **Upcasting**:

o Upcasting is casting from a subclass to a superclass.

o It's implicit and doesn't require an explicit cast operator ((SuperClass)).

o Upcasting is safe and always allowed because a subclass object can always be treated as a superclass object.

2. **Downcasting**:

o Downcasting is casting from a superclass to a subclass.

o It's explicit and requires an explicit cast operator ((SubClass)).

o Downcasting is potentially unsafe because it involves converting a superclass reference to a subclass reference. It can lead to ClassCastException at runtime if the object being cast is not actually an instance of the subclass.

Example:

class Parent {

public void methodOne(){ }

}

class Child extends Parent {

public void methodTwo() { }

}

**Conclusion :**

1. Whatever the parent has by default available to the child but whatever the child has by default not available to the parent. Hence on the child reference we can call both parent and child class methods. But on the parent reference we can call only methods available in the parent class and we can't call child specific methods.

2. Parent class reference can be used to hold child class object but by using that reference we can call only methods available in parent class and child specific methods we can't call.

3. Child class reference cannot be used to hold parent class object.

### **Example Program:**

Let's demonstrate upcasting and downcasting with a meaningful example using classes Animal, Dog (subclass of Animal), and Cat (subclass of Animal).

**package** com.codegnan.oopprograming;

//Animal class (superclass)

**class** Animal {

**public** **void** makeSound() {

System.***out***.println("Some sound");

}

}

//Dog class (subclass of Animal)

**class** Dog **extends** Animal {

**public** **void** makeSound() {

System.***out***.println("Bark");

}

**public** **void** fetch() {

System.***out***.println("Fetching ball");

}

}

//Cat class (subclass of Animal)

**class** Cat **extends** Animal {

**public** **void** makeSound() {

System.***out***.println("Meow");

}

**public** **void** scratch() {

System.***out***.println("Scratching furniture");

}

}

//Main class to demonstrate upcasting and downcasting

**public** **class** Demo {

**public** **static** **void** main(String[] args) {

// Upcasting

Animal animal1 = **new** Dog(); // Upcasting Dog to Animal

Animal animal2 = **new** Cat(); // Upcasting Cat to Animal

animal1.makeSound(); // Outputs "Bark" - calls Dog's overridden makeSound() method

animal2.makeSound(); // Outputs "Meow" - calls Cat's overridden makeSound() method

// Downcasting

**if** (animal1 **instanceof** Dog) {

Dog dog = (Dog) animal1; // Downcasting Animal to Dog

dog.fetch(); // Valid because animal1 is actually referencing a Dog object

}

// Attempting unsafe downcasting

// Animal animal3 = new Animal();

// Dog dog2 = (Dog) animal3; // This would throw ClassCastException at runtime

}

}

**Inheritance with respective to the final keyword**

**-------------------------------------------------**

**Inheritance and final Keyword**

* **Inheritance**: In Java, inheritance allows a subclass (child class) to inherit fields and methods from a superclass (parent class). This promotes code reuse and allows for a hierarchical organization of classes.
* **Final Keyword**: Final is the modifier applicable for classes, methods and variables.

**Final variables:**

**Final instance variables:**

* If the value of a variable is varied from object to object such type of variables are called instance variables.
* For every object a separate copy of instance variables will be created.

DIAGRAM:

For the instance variables it is not required to perform initialization explicitly jvm will always provide default values.

Example:

class Test

{

int i;

public static void main(String args[]){

Test t=new Test();

System.out.println(t.i);

}}

Output:

D:\Java>javac Test.java

D:\Java>java Test

0

If the instance variable declared as the final compulsory we should perform initialization explicitly and JVM won't provide any default values.  
 whether we are using or not otherwise we will get compile time error.

**Example:** Program 1:

class Test

{

int i;

}

Output:

D:\Java>javac Test.java

D:\Java>

Program 2:

class Test

{

final int i;

}

Output:

Compile time error.

D:\Java>javac Test.java

Test.java:1: variable i might not have been initialized

class Test

**Rule:**

For the final instance variables we should perform initialization before constructor completion. That is the following are various possible places for this.

**1) At the time of declaration:**

Example:

class Test

{

final int i=10;

}

Output:

D:\Java>javac Test.java

D:\Java>

**2) Inside instance block:**

Example:

class Test

{

final int i;

{

i=10;

}}

Output:

D:\Java>javac Test.java

D:\Java>

**3) Inside constructor:**

Example:

class Test

{

final int i;

Test()

{

i=10;

}}

Output:

D:\Java>javac Test.java

D:\Java>

Example program for all thye three combinations

-----------------------------------------------------

sIf we are performing initialization anywhere else we will get compile time error.

Example:

class Test

{

final int i;

public void methodOne(){

i=10;

}}

Output:

Compile time error.

D:\Java>javac Test.java

Test.java:5: cannot assign a value to final variable i

i=10;

**Final static variables:**

* If the value of a variable is not varied from object to object such type of variables is not recommended to declare as the instance variables. We have to declare those variables at class level by using static modifier.
* In the case of instance variables for every object a seperate copy will be created but in the case of static variables a single copy will be created at class level and shared by every object of that class.
* For the static variables it is not required to perform initialization explicitly jvm will always provide default values.

Example:

class Test

{

static int i;

public static void main(String args[]){

System.out.println("value of i is :"+i);

}}

Output:

D:\Java>javac Test.java

D:\Java>java Test

Value of i is: 0

If the static variable declare as final then compulsory we should perform initialization explicitly whether we are using or not otherwise we will get compile time error.(The JVM won't provide any default values)

Example:  
  
  
  
  
 **Rule:**

For the final static variables we should perform initialization before class loading completion otherwise we will get compile time error. That is the following are possible places.

**1) At the time of declaration:**

Example:

class Test

{

final static int i=10;

}

Output:

D:\Java>javac Test.java

D:\Java>

**2) Inside static block:**

Example:

class Test

{

final static int i;

static

{

i=10;

}}

Output:

Compile successfully.

If we are performing initialization anywhere else we will get compile time error.

Example:

class Test

{

final static int i;

public static void main(String args[]){

i=10;

}}

Output:

Compile time error.

D:\Java>javac Test.java

Test.java:5: cannot assign a value to final variable i

i=10;

**Final local variables:**

* To meet temporary requirement of the Programmer sometime we can declare the variable inside a method or block or constructor such type of variables are called local variables.
* For the local variables jvm won't provide any default value compulsory we should perform initialization explicitly before using that variable.

Example:

class Test

{

public static void main(String args[]){

int i;

System.out.println("hello");

}}

Output:

D:\Java>javac Test.java

D:\Java>java Test

Hello

Example:

class Test

{

public static void main(String args[]){

int i;

System.out.println(i);

}}

Output:

Compile time error.

D:\Java>javac Test.java

Test.java:5: variable i might not have been initialized

System.out.println(i);

Even though local variable declared as the final before using only we should perform initialization.

Example:

class Test

{

public static void main(String args[]){

final int i;

System.out.println("hello");

}}

Output:

D:\Java>javac Test.java

D:\Java>java Test

hello

**Note:** The only applicable modifier for local variables is final if we are using any other modifier we will get compile time error.

Example:

Output:

Compile time error.

D:\Java>javac Test.java

Test.java:5: illegal start of expression

private int x=10;

**Final Methods:**

* Whatever the methods parent has by default available to the child.
* If the child is not allowed to override any method, that method we have to declare with final in parent class. That is final methods cannot overridden.

**Example:** Program 1:

class Parent

{

public void property(){

System.out.println("cash+gold+land");

}

public final void marriage(){

System.out.println("subbalakshmi");

}}

Program 2:

class child extends Parent

{

public void marriage(){

System.out.println("Thamanna");

}}

OUTPUT:

Compile time error.

D:\Java>javac Parent.java

D:\Java>javac child.java

child.java:3: marriage() in child cannot override marriage() in Parent;

overridden method is final

public void marriage(){

### **Final Class:**

If a class declared as the final then we cann't creates the child class that is inheritance concept is not applicable for final classes.

**Example:** Program 1:

final class Parent

{

}

Program 2:

class child extends Parent

{

}

OUTPUT:

Compile time error.

D:\Java>javac Parent.java

D:\Java>javac child.java

child.java:1: cannot inherit from final Parent

class child extends Parent

**Note:** Every method present inside a final class is always final by default whether we are declaring or not. But every variable present inside a final class need not be final.

**Packages in java**

**-------------------**

**Predefined packages**

**---------------------------------**

· A **package** is a group of similar types of classes, interfaces and sub-packages.

· Package in java can be categorized in two forms,

- built-in package and

- user-defined package.

· There are many built-in packages such as java.lang, awt, javax, swing, net, io, util, sql etc.

* A package is a way to organise your Java projects.
* consider packages as folders.
* Packages contain group of related classes
* **Companies use their domain names reversed as a package.**
* So codegnan.com., which is our website, becomes com.codegnan as a package.

Packages - Advantages

* Java package is used to categorize the classes and interfaces so that they can be easily maintained.
* Java package provides access protection.
* Java package removes naming collision.

Banking application

* Account Management

· Account creation - AccountCreation.java,

· AccountUpdation.java

· Withdraw and deposits

·

User registration

-activating and deactivation of users

-authentication and authorization

codegnan.com

com.codegnan.bankngapp.acctmangmt

Domain name: codegnan.com - com.codegnan.banking.accmngmt.acctcreation

Syntax of Package

**package packagename;**

This must be the first line of a class.

* When we want to access a class which is inside the same package as your class, then we don't need any import statement.
* But if we are accessing a class from outside the package, then we need import statement.

Syntax of import statement

import packagename.classname;

import packagename.\*;

Usage of wildcard characters

* Wildcard characters like asterisk (\*) can be used to import all classes in a specific package.
* Eg. import com.codegnan.usermanagement.\*;

But it is always a good practice to avoid wild card to import a class. We must import the specific class.

Eg. import com.codegnan.usermamnagement.User;

1. **java.lang**:

o This package is automatically imported into all Java programs.

o It contains fundamental classes like Object, String, Integer, Boolean, etc.

o Provides basic language support such as exceptions, threads, and the core classes of Java.

2. **java.util**:

o Contains utility classes such as data structures (ArrayList, HashMap, etc.) and utilities for handling dates, times, and other common functionalities.

o Includes the Collections framework for managing and manipulating collections of objects.

3. **java.io**:

o Provides classes for input and output operations.

o Includes classes for reading/writing files (File, InputStream, OutputStream, Reader, Writer) and handling streams (BufferedReader, PrintWriter, etc.).

4. **java.net**:

o Contains classes and interfaces for networking operations.

o Supports networking protocols (like TCP/IP) and provides classes like URL, URLConnection, Socket, ServerSocket, etc.

5. **java.awt** and **javax.swing**:

o These packages are used for creating graphical user interfaces (GUIs).

o java.awt (Abstract Window Toolkit) provides basic GUI components.

o javax.swing provides enhanced components and utilities built on top of java.awt.

6. **java.sql**:

o Provides classes and interfaces for JDBC (Java Database Connectivity).

o Allows Java applications to interact with databases using SQL queries.

7. **java.text**:

o Contains classes for formatting and parsing textual data, including dates, numbers, and messages.

o Includes classes like DateFormat, NumberFormat, and MessageFormat.

8. **java.security**:

o Provides classes and interfaces for security-related operations.

o Includes cryptography, secure random number generation, permissions, and authentication.

9. **java.lang.reflect**:

o Provides classes and interfaces for obtaining information about classes and objects at runtime.

o Allows dynamic loading of classes, introspection, and reflection capabilities.

10. **java.util.concurrent**:

o Contains utility classes for concurrent programming.

o Includes classes like Executor, ThreadPoolExecutor, CountDownLatch, Semaphore, etc., for managing concurrent tasks and synchronization.

These predefined packages cover a wide range of functionalities, making Java a versatile and powerful language for various types of application development. By importing these packages, developers can leverage pre-written code to save time and effort while building robust Java applications.

## **Import statement:**

class Test{

public static void main(String args[]){

ArrayList l=new ArrayList();

}

}

Output:

Compile time error.

D:\Java>javac Test.java

Test.java:3: cannot find symbol

symbol : class ArrayList

location: class Test

ArrayList l=new ArrayList();

* We can resolve this problem by using fully qualified name "**java.util.ArrayList l=new java.util.ArrayList();**". But problem with using fully qualified name every time is it increases length of the code and reduces readability.
* We can resolve this problem by using import statements.

Example:

import java.util.ArrayList;

class Test{

public static void main(String args[]){

ArrayList l=new ArrayList();

}

}

Output:

D:\Java>javac Test.java

Hence whenever we are using import statement it is not require to use fully qualified names we can use short names directly. This approach decreases length of the code and improves readability.

### **Case 1: Types of Import Statements:**

There are 2 types of import statements.

1) **Explicit class import** 2) **Implicit class import.**

### **Explicit class import:**

Example: **Import java.util.ArrayList**

* This type of import is highly recommended to use because it improves readability of the code.
* Best suitable for Hi-Tech city where readability is important.

### **Implicit class import:**

Example: **import java.util.\*;**

* It is never recommended to use because it reduces readability of the code.
* Best suitable for Ameerpet where typing is important.

**Modifiers related to the packages:**

**==================================**

**Default modifier:**

**----------------------**

The default access modifier in Java, often referred to as "package-private", restricts visibility of classes, methods, and fields to within the same package. Here’s an example program that demonstrates the default access modifier within packages:

1. MyClass.java (in package com.example):

// MyClass.java in package com.example

package com.example;

// Default access modifier (package-private)

class MyClass {

void display() {

System.out.println("Hello from MyClass");

}

}

o Comments:

MyClass is declared with default access (class MyClass { ... }).

display() method is also declared with default access (void display() { ... }).

Both MyClass and display() are accessible only within the same package (com.example).

2. AnotherClass.java (in the same package com.example):

// AnotherClass.java in package com.example

package com.example;

public class AnotherClass {

public static void main(String[] args) {

MyClass obj = new MyClass();

obj.display(); // Accessing default method from the same package

}

}





### **Explanation:**

* **Package Structure**:
  + Both MyClass and AnotherClass are in the com.example package.
  + MyClass is not explicitly declared as public, protected, or private, so it has default access, meaning it can only be accessed within the com.example package.

**Public modifier**

**================**

In Java, the public access modifier allows classes, methods, and fields to be accessed from any other class in any package. Here’s how you can use the public modifier within packages, along with example programs:

### 

### **1. PublicClass.java (in package com.example):**

### **// PublicClass.java in package com.example**

### **package com.example;**

### 

### **// Public access modifier**

### **public class PublicClass {**

### **public void display() {**

### **System.out.println("Hello from PublicClass");**

### **}**

### **}**

### **o Comments:**

### **PublicClass is declared with public access (public class PublicClass { ... }).**

### **display() method is also declared with public access (public void display() { ... }).**

### **Both PublicClass and display() method can be accessed from any other class, regardless of the package.**

### **2. AnotherClass.java (in a different package com.anotherpackage):**

### **// AnotherClass.java in package com.anotherpackage**

### **package com.anotherpackage;**

### 

### **import com.example.PublicClass;**

### 

### **public class AnotherClass {**

### **public static void main(String[] args) {**

### **PublicClass obj = new PublicClass();**

### **obj.display(); // Accessing public method from a different package**

### **}**

### **}**

### **o Comments:**

### **AnotherClass is declared with public access (public class AnotherClass { ... }).**

### **main() method is the entry point of the program.**

### **AnotherClass imports PublicClass from the com.example package using import com.example.PublicClass;.**

### **AnotherClass can instantiate PublicClass and call its display() method because PublicClass is declared public and accessible from any package.**

### **Explanation:**

* **Package Structure**:
  + PublicClass is in the com.example package.
  + AnotherClass is in the com.anotherpackage package.
* **Accessing Public Classes and Methods**:
  + AnotherClass can import PublicClass from the com.example package and access its public methods (display() in this case).
  + This demonstrates how public access modifier allows classes and methods to be widely accessible across packages, facilitating code reuse and modularity.

**Private modifier**

**===================**

In Java, the private access modifier restricts access to the declared class, method, or field within the same class. It is the most restrictive access level. Here's how private works with classes, methods, and fields, along with example programs:

1. PrivateClass.java:

// PrivateClass.java

package com.example;

public class PrivateClass {

private int privateField;

private void privateMethod() {

System.out.println("Private method called");

}

public void accessPrivateMembers() {

privateField = 10; // Accessing private field within the same class

privateMethod(); // Accessing private method within the same class

}

}

o Comments:

PrivateClass is declared with public access (public class PrivateClass { ... }).

privateField is a private instance variable (private int privateField;).

privateMethod() is a private method (private void privateMethod() { ... }).

accessPrivateMembers() is a public method that can access privateField and privateMethod() within the same class (PrivateClass).

2. AnotherClass.java (in a different package or same package):

// AnotherClass.java

package com.anotherpackage;

import com.example.PrivateClass;

public class AnotherClass {

public static void main(String[] args) {

PrivateClass obj = new PrivateClass();

// obj.privateField; // Error: privateField has private access in PrivateClass

// obj.privateMethod(); // Error: privateMethod() has private access in PrivateClass

obj.accessPrivateMembers(); // Accessing public method that internally accesses private members

}

}

o Comments:

AnotherClass is declared with public access (public class AnotherClass { ... }).

main() method is the entry point of the program.

AnotherClass imports PrivateClass from the com.example package using import com.example.PrivateClass;.

AnotherClass can create an instance of PrivateClass, but it cannot directly access privateField or privateMethod() due to their private access.

### **Explanation:**

· **Private Access Modifier**:

* + private members (privateField and privateMethod() in PrivateClass) are accessible only within the same class (PrivateClass).
  + They cannot be accessed from any other class, not even subclasses or classes in the same package (AnotherClass in this case).

· **Indirect Access**:

* + Public methods (accessPrivateMembers() in PrivateClass) can access private members internally.
  + This allows controlled access to private members through public methods, maintaining encapsulation and ensuring data integrity.

**Protected modifier**

**======================**

In Java, the protected access modifier allows access to the member (method or field) within the same package and by subclasses, regardless of whether they are in the same package or different packages. Here’s how protected works with classes, methods, and fields, along with example programs:

1. ParentClass.java (in package com.example):

// ParentClass.java in package com.example

package com.example;

// Protected access modifier

public class ParentClass {

protected void protectedMethod() {

System.out.println("Protected method called");

}

}

o Comments:

ParentClass is declared with public access (public class ParentClass { ... }).

protectedMethod() is declared with protected access (protected void protectedMethod() { ... }).

protectedMethod() can be accessed within the same package (com.example) and by subclasses, regardless of the package.

2. ChildClass.java (in a different package com.anotherpackage):

// ChildClass.java in package com.anotherpackage

package com.anotherpackage;

import com.example.ParentClass;

public class ChildClass extends ParentClass {

public static void main(String[] args) {

ChildClass obj = new ChildClass();

obj.protectedMethod(); // Accessing protected method from subclass

}

}

o Comments:

ChildClass extends ParentClass, inheriting its protected members (protectedMethod()).

main() method is the entry point of the program.

ChildClass imports ParentClass from the com.example package using import com.example.ParentClass;.

ChildClass can access protectedMethod() because it inherits it from ParentClass and protectedMethod() is protected.

### **Explanation:**

· **Protected Access Modifier**:

* + protected members (protectedMethod() in ParentClass) are accessible within the same package (com.example) and by subclasses (ChildClass in com.anotherpackage).

Polymorphism:

--------------

Polymorphism is a Greak Word, where Poly means Many and Morphism means Structures or forms. If one thing is existed in more than one form then it is called as Polymorphism. The main advantage of Polymorphism is "Flexibility" to design application.

Example 1: We can use same abs() method for int type, long type, float type etc.

Example:

1. abs(int)

2. abs(long)

3. abs(float)

Example 2:  
 We can use the parent reference to hold any child objects.  
 We can use the same List reference to hold ArrayList object, LinkedList object, Vector object, or Stack object.

Example:

1. List l=new ArrayList();

2. List l=new LinkedList();

3. List l=new Vector();

4. List l=new Stack();

Diagram:  
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Diagram: **3 Pillars of OOPS  
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1) Inheritance talks about reusability.  
 2) Polymorphism talks about flexibility.  
 3) Encapsulation talks about security.

**Beautiful definition of polymorphism:**

A boy starts love with the word friendship, but girl ends love with the same word friendship, word is the same but with different attitudes. This concept is nothing but polymorphism.

**Overloading**

**------------------**

Method overloading in Java allows a class to have more than one method having the same name if their parameter lists are different. It is a compile-time polymorphism technique where the method to be executed is determined by the compiler based on the method signature (name and parameters).

In method overloading:

* Methods must have the same name.
* Methods must have different parameters (number or type).
* Overloaded methods can have different return types, but return type alone is not sufficient to distinguish overloaded methods (this is not recommended for readability).

Example program using overloading

--------------------------------------------------

**package** com.codegnan.relations;

**public** **class** OverloadingExample {

// Method to calculate the sum of two integers

**public** **int** add(**int** a, **int** b) {

**return** a + b;

}

// Overloaded method to calculate the sum of three integers

**public** **int** add(**int** a, **int** b, **int** c) {

**return** a + b + c;

}

// Overloaded method to calculate the sum of two doubles

**public** **double** add(**double** a, **double** b) {

**return** a + b;

}

// Overloaded method to calculate the sum of an array of integers

**public** **int** add(**int**[] numbers) {

**int** sum = 0;

**for** (**int** num : numbers) {

sum += num;

}

**return** sum;

}

// Overloaded method with different return type (not recommended for clarity)

**public** **double** add(**double** a, **double** b, **double** c) {

**return** a + b + c;

}

**public** **static** **void** main(String[] args) {

OverloadingExample example = **new** OverloadingExample();

// Using the add methods

System.***out***.println("Sum of 5 and 3: " + example.add(5, 3)); // Output: Sum of 5 and 3: 8

System.***out***.println("Sum of 2, 4, and 6: " + example.add(2, 4, 6)); // Output: Sum of 2, 4, and 6: 12

System.***out***.println("Sum of 2.5 and 3.7: " + example.add(2.5, 3.7)); // Output: Sum of 2.5 and 3.7: 6.2

**int**[] numbers = { 1, 2, 3, 4, 5 };

System.***out***.println("Sum of array elements: " + example.add(numbers)); // Output: Sum of array elements: 15

}

}

**Conclusion :** In overloading compiler is responsible to perform method resolution(decision) based on the reference type(but not based on run time object). Hence overloading is also considered as compile time polymorphism(or) static polymorphism (or)early biding.

Example-2

**package** com.codegnan.relations;

**public** **class** PaymentProcessor {

// Method to process payment in USD

**public** **void** processPayment(**double** amount) {

System.***out***.println("Payment processed in USD: $" + amount);

// Logic to process payment in USD

}

// Overloaded method to process payment in EUR

**public** **void** processPayment(**double** amount, String currency) {

**if** (currency.equalsIgnoreCase("EUR")) {

System.***out***.println("Payment processed in EUR: €" + amount);

// Logic to process payment in EUR

} **else** {

System.***out***.println("Unsupported currency: " + currency);

// Handle unsupported currency

}

}

// Overloaded method to process payment with additional fee

**public** **void** processPayment(**double** amount, **double** fee) {

**double** totalAmount = amount + fee;

System.***out***.println("Payment processed with fee: $" + totalAmount);

// Logic to process payment with fee

}

**public** **static** **void** main(String[] args) {

PaymentProcessor processor = **new** PaymentProcessor();

// Process payment in USD

processor.processPayment(100.0);

// Process payment in EUR

processor.processPayment(80.0, "EUR");

// Process payment with additional fee

processor.processPayment(50.0, 5.0);

}

}

## **Overriding**

1. Whatever the Parent has by default available to the Child through inheritance, if the Child is not satisfied with Parent class method implementation then Child is allow to redefine that Parent class method in Child class in its own way this process is called overriding.

2. The Parent class method which is overridden is called overridden method.

3. The Child class method which is overriding is called overriding method.

**package** com.codegnan.relations;

//Parent class defining properties and behaviors of a parent

**class** Parent {

// Method to display parent's properties

**public** **void** property() {

System.***out***.println("cash + land + gold");

}

// Method to display parent's preferred choice for marriage

**public** **void** marry() {

System.***out***.println("subbalakshmi"); // Original method in Parent class

}

}

//Child class inheriting from Parent class, demonstrating method overriding

**class** Child **extends** Parent {

// Method overriding the marry() method in Parent class

@Override

**public** **void** marry() {

System.***out***.println("Trisha / Nayanatara / Anushka"); // Overridden method in Child class

}

}

//Test class to demonstrate method overriding and polymorphism

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Parent p = **new** Parent();

p.marry(); // Output: subbalakshmi (parent method)

Child c = **new** Child();

c.marry(); // Output: Trisha / Nayanatara / Anushka (child method)

Parent p1 = **new** Child(); // Reference of Parent type pointing to a Child object it is called dynamic dispatch method.

p1.marry(); // Output: Trisha / Nayanatara / Anushka (child method)

}

}

In overriding method resolution is always takes care by JVM based on runtime object hence overriding is also considered as runtime polymorphism or dynamic polymorphism or late binding.

The process of overriding method resolution is also known as dynamic method dispatch.

**Note**: In overriding runtime object will play the role and reference type is dummy.

**Example-1**

**—-------------**

import java.util.Scanner;

// write your code here..

class shape{

public void calculateVolume(){

}

}

class Cube extends shape{

public void calculateVolume(){

Scanner scanner=new Scanner(System.in);

System.out.print("Side of the cube: ");

double side=scanner.nextDouble();

double volume=Math.pow(side,3);

System.out.printf("Volume of Cube: %.2f\n", volume);

}

}

class Cuboid extends shape{

public void calculateVolume(){

Scanner scanner=new Scanner(System.in);

System.out.print("Length of the cuboid: ");

double length=scanner.nextDouble();

System.out.print("Width of the cuboid: ");

double width=scanner.nextDouble();

System.out.print("Height of the cuboid: ");

double height=scanner.nextDouble();

double volume=length\*width\*height;

System.out.printf("Volume of Cuboid: %.2f\n", volume);

}

}

public class ShapeCalculator {

public static void main(String[] args) {

// Creating instances of the subclasses

Cube cubeInstance = new Cube();

Cuboid cuboidInstance = new Cuboid();

// Calling calculateVolume() for each instance

cubeInstance.calculateVolume();

cuboidInstance.calculateVolume();

}

}

Example-2

—----------------

3.Create a class named Appointment with a method schedule(). This method should print "Scheduling an appointment".

Create a subclass DoctorAppointment that extends Appointment. Override the schedule() method in the DoctorAppointment class to prompt the user for input. Ask the user to input the specialization (String) and print "Doctor appointment scheduled for {specialization}".

Create another subclass DentistAppointment that also extends Appointment. Override the schedule() method in the DentistAppointment class to prompt the user for input. Ask the user to input the dental procedure (String) and print "Dentist appointment scheduled for {procedure}".

Note: The main class has been provided to you in the editor.

TestCase - 1 (Execution Time: 272ms) Correct Output

Expected Output

Scheduling·an·appointment

Specialization: Orthopedics

Doctor·appointment·scheduled·for·Orthopedics

Dental·procedure: Root Canal

Solution:

AppointmentTest.java

==================================

package q23491;

import java.util.Scanner;

// write your code here..

class Appointment {

void schedule() {

System.out.println("Scheduling an appointment");

}

}

class DoctorAppointment extends Appointment {

void schedule(){

Scanner scanner = new Scanner(System.in);

System.out.print("Specialization: ");

String specialization = scanner.nextLine();

System.out.println("Doctor appointment scheduled for " + specialization);

}

}

class DentistAppointment extends Appointment {

void schedule(){

Scanner scanner = new Scanner(System.in);

System.out.print("Dental procedure: ");

String procedure = scanner.nextLine();

System.out.println("Dentist appointment scheduled for " + procedure);

}

}

public class AppointmentTest {

public static void main(String[] args) {

Appointment genericAppointment = new Appointment();

genericAppointment.schedule();

DoctorAppointment doctorAppointment = new DoctorAppointment();

doctorAppointment.schedule();

DentistAppointment dentistAppointment = new DentistAppointment();

dentistAppointment.schedule();

}

}

Q)What are the differences between Method Overloading and Method Overriding?

-----------------------------------------------------------------

Ans:

----

1. Method overloading is the process of extending existed methodfunctionality up to new functionality.

Method Overriding is the process of providing replacement for the existed method

functionality with some other new functionality.

1. We can perform method overloading with or with out inheritance.

Method overriding is required Inheritance.

2. In Method overloading all method must have same name and differentparameter list, that is , different method signature.

In method overriding, both super class method and sub class method must have samemethod prototype.

3. Method over hiding is not possible with Method Overloading.

Method over hiding is possible with method overriding in the case of static methods.

4. We can overload static methods directly.

We can not override static methods

5. We can overload final methods.

We can not override final methods.

6. We can overload methods which are having different scopes.

In Method overriding, overriding method must have either same scope of the super classmethod or more scope than the super class method.

7. In Java applications, constructor overloading is possible.

In Java applications, constructor overriding is not possible.

**Abstract Methods:**

Even though we don't have implementation still we can declare a method with abstract modifier.  
 That is abstract methods have only declaration but not implementation.  
 Hence abstract method declaration should compulsory ends with semicolon.

Example:

Child classes are responsible to provide implementation for parent class abstract methods.

**Example:** Program:

* The main advantage of abstract methods is , by declaring abstract method in parent class we can provide **guide lines** to the child class such that which methods they should compulsory implement.
* Abstract method never talks about implementation whereas if any modifier talks about implementation then the modifier will be enemy to abstract and that is always illegal combination for methods.

**Abstract class:**

For any java class if we are not allow to create an object such type of class we have to declare with abstract modifier that is for abstract class instantiation is not possible.

Example:

abstract class Test

{

public static void main(String args[]){

Test t=new Test();

}}

Output:

Compile time error.

**What is the difference between abstract class and abstract method ?**

* If a class contain at least on abstract method then compulsory the corresponding class should be declare with abstract modifier. Because implementation is not complete and hence we can't create object of that class.
* Even though class doesn't contain any abstract methods still we can declare the class as abstract that is an abstract class can contain zero no of abstract methods also.

Example program

---------------------

**package** com.codegnan.oopprograming;

//Abstract class Shape

**abstract** **class** Shape {

// Abstract method to calculate area

**public** **abstract** **double** calculateArea();

}

//Concrete subclass Circle inheriting from Shape

**class** Circle **extends** Shape {

**private** **double** radius;

// Constructor

**public** Circle(**double** radius) {

**this**.radius = radius;

}

// Override abstract method to calculate area for circle

@Override

**public** **double** calculateArea() {

**return** Math.***PI*** \* radius \* radius;

}

}

//Concrete subclass Rectangle inheriting from Shape

**class** Rectangle **extends** Shape {

**private** **double** length;

**private** **double** width;

// Constructor

**public** Rectangle(**double** length, **double** width) {

**this**.length = length;

**this**.width = width;

}

// Override abstract method to calculate area for rectangle

@Override

**public** **double** calculateArea() {

**return** length \* width;

}

}

//Main class to test shapes and area calculation

**public** **class** AreaCalculator {

**public** **static** **void** main(String[] args) {

// Create a Circle instance

Circle circle = **new** Circle(5.0);

System.***out***.println("Area of Circle: " + circle.calculateArea()); // Output: Area of Circle: 78.53981633974483

// Create a Rectangle instance

Rectangle rectangle = **new** Rectangle(4.0, 6.0);

System.***out***.println("Area of Rectangle: " + rectangle.calculateArea()); // Output: Area of Rectangle: 24.0

}

}

## **Interfaces:**

Def1: Any service requirement specification (srs) is called an interface.  
 Example1: Sun people responsible to define JDBC API and database vendor will provide implementation for that.

Diagram:  
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Example2: Sun people define Servlet API to develop web applications web server vendor is responsible to provide implementation.
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Def2: From the client point of view an interface define the set of services what is expecting. From the service provider point of view an interface defines the set of services what is offering. Hence an interface is considered as a contract between client and service provider.  
 Example: ATM GUI screen describes the set of services what bank people offering, at the same time the same GUI screen the set of services what customer is expecting hence this GUI screen acts as a contract between bank and customer.

Def3: Inside interface every method is always abstract whether we are declaring or not hence interface is considered as 100% pure abstract class.

Summery def: Any service requirement specification (SRS) or any contract between client and service provider or 100% pure abstract classes is considered as an interface.

### 

### **Declaration and implementation of an interface:**

Note1:

Whenever we are implementing an interface compulsory for every method of that interface we should provide implementation otherwise we have to declare class as abstract in that case child class is responsible to provide implementation for remaining methods.

Note2:

Whenever we are implementing an interface method compulsory it should be declared as public otherwise we will get compile time error.

Example:

interface Interf

{

void methodOne();

void methodTwo();

}

![](data:image/png;base64,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)

class SubServiceProvider extends ServiceProvider

{

}

Extends vs implements:

A class can extends only one class at a time.

Example:

class One{

public void methodOne(){

}

}

class Two extends One{

}

A class can implements any no. Of interfaces at a time.

Example:

interface One{

public void methodOne();

}

interface Two{

public void methodTwo();

}

class Three implements One,Two{

public void methodOne(){

}

public void methodTwo(){

}

}

A class can extend a class and can implement any no. Of interfaces simultaneously.

interface One{

void methodOne();

}

class Two

{

public void methodTwo(){

}

}

class Three extends Two implements One{

public void methodOne(){

}

}

An interface can extend any no. Of interfaces at a time.

Example:

interface One{

void methodOne();

}

interface Two{

void methodTwo();

}

interface Three extends One,Two

{

}

Which of the following is true?

1. A class can extend any no.Of classes at a time.
2. An interface can extend only one interface at a time.
3. A class can implement only one interface at a time.
4. A class can extend a class and can implement an interface but not both simultaneously.
5. An interface can implement any no.Of interfaces at a time.
6. None of the above.

Ans: 6

Interface methods:

Every method present inside interface is always public and abstract whether we are declaring or not. Hence inside interface the following method declarations are equal.

void methodOne();

public Void methodOne();

abstract Void methodOne(); Equal

public abstract Void methodOne();

public: To make this method available for every implementation class.  
 abstract: Implementation class is responsible to provide implementation .

As every interface method is always public and abstract we can't use the following modifiers for interface methods.  
 Private, protected, final, static, synchronized, native, strictfp.

Inside interface which method declarations are valid?

1. public void methodOne(){}
2. private void methodOne();
3. public final void methodOne();
4. public static void methodOne();
5. public abstract void methodOne();

Ans: 5

Interface variables:

* An interface can contain variables
* The main purpose of interface variables is to define requirement level constants.
* Every interface variable is always public static and final whether we are declaring or not.

Example:

interface interf

{

int x=10;

}

public: To make it available for every implementation class.  
 static: Without existing object also we have to access this variable.  
 final: Implementation class can access this value but cannot modify.

Hence inside interface the following declarations are equal.

int x=10;

public int x=10;

static int x=10;

final int x=10; Equal

public static int x=10;

public final int x=10;

static final int x=10;

public static final int x=10;

* As every interface variable by default public static final we can't declare with the following modifiers.
  + Private
  + Protected
  + Transient
  + Volatile
* For the interface variables compulsory we should perform initialization at the time of declaration only otherwise we will get compile time error.

Example:

interface Interf

{

int x;

}

Output:

Compile time error.

D:\Java>javac Interf.java

Interf.java:3: = expected

int x;

Which of the following declarations are valid inside interface ?

1. int x;
2. private int x=10;
3. public volatile int x=10;
4. public transient int x=10;
5. public static final int x=10;

Ans: 5

**What is the difference between interface, abstract class and concrete class?  
 When we should go for interface, abstract class and concrete class?**

* If we don't know anything about implementation just we have requirement specification then we should go for interface.
* If we are talking about implementation but not completely (partial implementation) then we should go for abstract class.
* If we are talking about implementation completely and ready to provide service then we should go for concrete class

**What is the Difference between interface and abstract class ?**

| **interface** | **Abstract class** |
| --- | --- |
| If we don't' know anything about implementation just we have requirement specification then we should go for interface. | If we are talking about implementation but not completely (partial implementation) then we should go for abstract class. |
| Every method present inside interface is always public and abstract whether we are declaring or not. | Every method present inside abstract class need not be public and abstract. |
| We can't declare interface methods with the modifiers private, protected, final, static, synchronized, native, strictfp. | There are no restrictions on abstract class method modifiers. |
| Every interface variable is always public static final whether we are declaring or not. | Every abstract class variable need not be public static final. |
| Every interface variable is always public static final we can't declare with the following modifiers. Private, protected, transient, volatile. | There are no restrictions on abstract class variable modifiers. |
| For the interface variables compulsory we should perform initialization at the time of declaration otherwise we will get compile time error. | It is not require to perform initialization for abstract class variables at the time of declaration. |
| Inside interface we can't take static and instance blocks. | Inside abstract class we can take both static and instance blocks. |
| Inside interface we can't take constructor. | Inside abstract class we can take constructor. |

**We can't create object for abstract class but abstract class can contain constructor what is the need ?**

abstract class constructor will be executed when ever we are creating child class object to perform initialization of child object.

**Interface example program**

**—----------------------------------------**

**package** com.codegnan.oopprogramming;

**interface** Shape {

**public** **abstract** **double** calculateArea();

**public** **abstract** **double** calculateVolume();

}

**class** Circle **implements** Shape {

**double** radius;

//constructor

**public** Circle(**double** radius) {

**this**.radius = radius;

}

@Override

**public** **double** calculateArea() {

**return** Math.***PI*** \* radius \* radius;

}

@Override

**public** **double** calculateVolume() {

**return** 0;// circle has no volume

}

}

**class** Rectangle **implements** Shape {

**double** length;

**double** breadth;

**public** Rectangle(**double** length, **double** breadth) {

**this**.length = length;

**this**.breadth = breadth;

}

@Override

**public** **double** calculateArea() {

**return** length \* breadth;

}

@Override

**public** **double** calculateVolume() {

**return** 0;// rectangle has no volume

}

}

**class** Cylinder **implements** Shape {

**double** radius;

**double** height;

**public** Cylinder(**double** radius, **double** height) {

**super**();

**this**.radius = radius;

**this**.height = height;

}

**public** **double** calculateArea() {

**return** 2 \* Math.***PI*** \* radius \* (radius + height);

}

@Override

**public** **double** calculateVolume() {

**return** Math.***PI*** \* radius \* radius \* height;

}

}

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Shape circle = **new** Circle(5);

Shape rectangle = **new** Rectangle(4, 6);

Shape cylinder = **new** Cylinder(3, 7);

// print the circle class details

System.***out***.println("Circle Area : " + circle.calculateArea());

System.***out***.println("Circle Volume : " + circle.calculateVolume());

// rectangle

System.***out***.println("Rectangle Area : " + rectangle.calculateArea());

System.***out***.println("Rectangle Volume : " + rectangle.calculateVolume());

// Cylinder

System.***out***.println("Cylinder Area : " + cylinder.calculateArea());

System.***out***.println("Cylinder Volume : " + cylinder.calculateVolume());

}

}

You are working on a password-strength checker application. The application needs to evaluate the strength of a given password based on two criteria: length and complexity. Your task is to design and implement the necessary Java classes and interface for this application.

Define an interface named PasswordChecker with the following methods:

checkLength(String password): This method should determine the length of the given password and display the length.

checkComplexity(String password): This method should analyze the complexity of the password and return a string indicating its strength. If the length is less than 8 characters, the password is considered "Weak." If the length is exactly 8 characters, it is labeled as "Medium." If the length is greater than 8 characters, it is marked as "Strong."

Implement a class named SimplePasswordChecker that implements the PasswordChecker interface. In this class, provide the necessary logic for both the checkLength and checkComplexity methods.

/CheckPassword.java

—-------------------------

**package** com.codegnan.oopprogramming;

**import** java.util.Scanner;

**interface** PasswordChecker {

**public** **abstract** String checkLength(String password);

**public** **abstract** String checkComplexity(String password);

}

**class** SimplePasswordChecker **implements** PasswordChecker {

@Override

**public** String checkLength(String password) {

**return** ("Length: " + password.length());

}

@Override

**public** String checkComplexity(String password) {

**if** (password.length() < 8) {

**return** "weak";

} **else** **if** (password.length() == 8) {

**return** "Medium";

} **else** {

**return** "Strong";

}

}

}

**public** **class** CheckPassword {

**public** **static** **void** main(String[] args) {

Scanner scanner = **new** Scanner(System.***in***);

System.***out***.println("Enter a Password : ");

String password = scanner.nextLine();

//create an instance of the simplepasswordchecker class.

PasswordChecker simpleChecker = **new** SimplePasswordChecker();

System.***out***.println(simpleChecker.checkLength(password));

System.***out***.println(simpleChecker.checkComplexity(password));

}

}

Multiple interface implementation in multiple inheritance(don’t use the terminantion word multiple inheritance)

---------------------------------------------

**package** com.codegnan.oopprogramming;

**interface** CanRun {

**public** **abstract** **void** run();

}

**interface** CanClimb {

**public** **abstract** **void** climb();

}

**class** Monkey **implements** CanRun, CanClimb {

@Override

**public** **void** climb() {

System.***out***.println("Monkey can Climb...");

}

@Override

**public** **void** run() {

System.***out***.println("Monkey is Running");

}

}

**class** Cheetah **implements** CanRun {

@Override

**public** **void** run() {

System.***out***.println("Cheetah is Running...");

}

}

**public** **class** Main2 {

**public** **static** **void** main(String[] args) {

Monkey monkey = **new** Monkey();

Cheetah cheetah = **new** Cheetah();

monkey.run();

monkey.climb();

cheetah.run();

}

}

Course.java

—---------------

**package** com.codegnan.university.managment;

// Represents a course in the university

**public** **class** Course {

**private** String title; // Title of the course

// Constructor to initialize the course with a title

**public** Course(String title) {

**this**.title = title; // Set the course title

}

// Getter method to retrieve the course title

**public** String getTitle() {

**return** title; // Return the course title

}

// Override toString method to provide a string representation of the course

@Override

**public** String toString() {

**return** title; // Return the course title as the string representation

}

}

Professor.java

—------------------

package com.codegnan.university.managment;

import java.util.ArrayList;

import java.util.List;

// Represents a professor in the university

public class Professor {

private String name; // Name of the professor

private List<Course> assignedCourses; // List to hold courses assigned to the professor

// Constructor to initialize the professor with a name and an empty list of assigned courses

public Professor(String name) {

this.name = name; // Set the professor's name

this.assignedCourses = new ArrayList<>(); // Initialize the list of assigned courses

}

// Getter method to retrieve the professor's name

public String getName() {

return name; // Return the professor's name

}

// Method to assign a course to the professor

public void assignCourse(Course course) {

// Check if the course is not already in the list of assigned courses

if (!assignedCourses.contains(course)) {

assignedCourses.add(course); // Add the course to the list if not already present

}

}

// Getter method to retrieve the list of courses assigned to the professor

public List<Course> getAssignedCourses() {

return assignedCourses; // Return the list of assigned courses

}

// Override toString method to provide a string representation of the professor

@Override

public String toString() {

return name; // Return the professor's name as the string representation

}

}

Student.java

—--------------------

package com.codegnan.university.managment;

import java.util.ArrayList;

import java.util.List;

// Represents a student in the university

public class Student {

private String name; // Name of the student

private List<Course> enrolledCourses; // List to hold courses the student is enrolled in

// Constructor to initialize the student with a name and an empty list of enrolled courses

public Student(String name) {

this.name = name; // Set the student's name

this.enrolledCourses = new ArrayList<>(); // Initialize the list of enrolled courses

}

// Getter method to retrieve the student's name

public String getName() {

return name; // Return the student's name

}

// Method to enroll the student in a course

public void enrollInCourse(Course course) {

// Check if the course is not already in the list of enrolled courses

if (!enrolledCourses.contains(course)) {

enrolledCourses.add(course); // Add the course to the list

}

}

// Getter method to retrieve the list of courses the student is enrolled in

public List<Course> getEnrolledCourses() {

return enrolledCourses; // Return the list of enrolled courses

}

// Override toString method to provide a string representation of the student

@Override

public String toString() {

return name; // Return the student's name as the string representation

}

}

UniversityManagment.java

—-------------------------------------

package com.codegnan.university.managment;

import java.util.ArrayList;

import java.util.List;

import java.util.Scanner;

// Manages the university's students, professors, and courses

public class UniversityManagement {

private List<Student> students; // List to hold students

private List<Professor> professors; // List to hold professors

private List<Course> courses; // List to hold courses

// Constructor initializes empty lists for students, professors, and courses

public UniversityManagement() {

students = new ArrayList<>();

professors = new ArrayList<>();

courses = new ArrayList<>();

}

// Method to add a student

public void addStudent(String name) {

students.add(new Student(name));

}

// Method to add a professor

public void addProfessor(String name) {

professors.add(new Professor(name));

}

// Method to add a course

public void addCourse(String title) {

courses.add(new Course(title));

}

// Method to enroll a student in a course

public void enrollStudentInCourse(String studentName, String courseTitle) {

Student student = findStudentByName(studentName); // Find the student by name

Course course = findCourseByTitle(courseTitle); // Find the course by title

if (student != null && course != null) {

student.enrollInCourse(course); // Enroll the student in the course

} else {

System.out.println("Student or course not found."); // Error message if not found

}

}

// Method to assign a course to a professor

public void assignCourseToProfessor(String professorName, String courseTitle) {

Professor professor = findProfessorByName(professorName); // Find the professor by name

Course course = findCourseByTitle(courseTitle); // Find the course by title

if (professor != null && course != null) {

professor.assignCourse(course); // Assign the course to the professor

} else {

System.out.println("Professor or course not found."); // Error message if not found

}

}

// Method to list all students

public void listStudents() {

System.out.println("Students:");

for (Student student : students) {

System.out.println(student); // Print each student's name

}

}

// Method to list all professors

public void listProfessors() {

System.out.println("Professors:");

for (Professor professor : professors) {

System.out.println(professor); // Print each professor's name

}

}

// Method to list all courses

public void listCourses() {

System.out.println("Courses:");

for (Course course : courses) {

System.out.println(course); // Print each course's title

}

}

// Method to display the courses a student is enrolled in

public void displayStudentCourses(String studentName) {

Student student = findStudentByName(studentName); // Find the student by name

if (student != null) {

System.out.println("Courses for student " + studentName + ":");

for (Course course : student.getEnrolledCourses()) {

System.out.println(course); // Print each enrolled course

}

} else {

System.out.println("Student not found."); // Error message if student not found

}

}

// Method to display the courses assigned to a professor

public void displayProfessorCourses(String professorName) {

Professor professor = findProfessorByName(professorName); // Find the professor by name

if (professor != null) {

System.out.println("Courses assigned to professor " + professorName + ":");

for (Course course : professor.getAssignedCourses()) {

System.out.println(course); // Print each assigned course

}

} else {

System.out.println("Professor not found."); // Error message if professor not found

}

}

// Helper method to find a student by name

private Student findStudentByName(String name) {

for (Student student : students) {

if (student.getName().equalsIgnoreCase(name)) {

return student; // Return the student if found

}

}

return null; // Return null if student not found

}

// Helper method to find a professor by name

private Professor findProfessorByName(String name) {

for (Professor professor : professors) {

if (professor.getName().equalsIgnoreCase(name)) {

return professor; // Return the professor if found

}

}

return null; // Return null if professor not found

}

// Helper method to find a course by title

private Course findCourseByTitle(String title) {

for (Course course : courses) {

if (course.getTitle().equalsIgnoreCase(title)) {

return course; // Return the course if found

}

}

return null; // Return null if course not found

}

// Main method to interact with the system through a menu

public static void main(String[] args) {

UniversityManagement management = new UniversityManagement();

Scanner scanner = new Scanner(System.in); // Scanner for user input

boolean running = true; // Flag to control the while loop

// Loop to display the menu and process user choices

while (running) {

System.out.println("\nUniversity Management System");

System.out.println("1. Add Student");

System.out.println("2. Add Professor");

System.out.println("3. Add Course");

System.out.println("4. Enroll Student in Course");

System.out.println("5. Assign Course to Professor");

System.out.println("6. List Students");

System.out.println("7. List Professors");

System.out.println("8. List Courses");

System.out.println("9. Display Student Courses");

System.out.println("10. Display Professor Courses");

System.out.println("11. Exit");

System.out.print("Choose an option: ");

int choice = scanner.nextInt(); // Read user choice

scanner.nextLine(); // Consume the newline character

// Switch case to handle user choice

switch (choice) {

case 1:

System.out.print("Enter student name: ");

String studentName = scanner.nextLine();

management.addStudent(studentName); // Add the student

break;

case 2:

System.out.print("Enter professor name: ");

String professorName = scanner.nextLine();

management.addProfessor(professorName); // Add the professor

break;

case 3:

System.out.print("Enter course title: ");

String courseTitle = scanner.nextLine();

management.addCourse(courseTitle); // Add the course

break;

case 4:

System.out.print("Enter student name: ");

String enrollStudent = scanner.nextLine();

System.out.print("Enter course title: ");

String enrollCourse = scanner.nextLine();

management.enrollStudentInCourse(enrollStudent, enrollCourse); // Enroll student in course

break;

case 5:

System.out.print("Enter professor name: ");

String assignProfessor = scanner.nextLine();

System.out.print("Enter course title: ");

String assignCourse = scanner.nextLine();

management.assignCourseToProfessor(assignProfessor, assignCourse); // Assign course to professor

break;

case 6:

management.listStudents(); // List all students

break;

case 7:

management.listProfessors(); // List all professors

break;

case 8:

management.listCourses(); // List all courses

break;

case 9:

System.out.print("Enter student name: ");

String displayStudent = scanner.nextLine();

management.displayStudentCourses(displayStudent); // Display courses for a student

break;

case 10:

System.out.print("Enter professor name: ");

String displayProfessor = scanner.nextLine();

management.displayProfessorCourses(displayProfessor); // Display courses for a professor

break;

case 11:

running = false; // Exit the loop

System.out.println("Exiting...");

break;

default:

System.out.println("Invalid choice. Please enter a number between 1 and 11."); // Handle invalid input

break;

}

}

scanner.close(); // Close the scanner

}

}